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The algorithm dynamically examines the resource-allocation state to control this process.

The resource-allocation state is defined by the number of available and allocated resources, and the maximum demands of the processes.
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Against each allocated resource, it also maintains the process number (PID) holding the resource.
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A sequence of processes $\langle P_1, \ldots, P_n \rangle$ is a safe sequence for the current allocation state if, for each $P_i$, the resources that $P_i$ can still request can be satisfied by the currently available resources, plus the resources held by $\{P_1, \ldots, P_{i-1}\}$.
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Formally, a system is in a safe state only if there exists a *safe sequence*.

A sequence of processes $<P_1, \ldots, P_n>$ is a safe sequence for the current allocation state if, for each $P_i$, the resources that $P_i$ can still request can be satisfied by the currently available resources, plus the resources held by $\{P_1, \ldots, P_{i-1}\}$.

Thus, if the resources currently available are insufficient for $P_i$, it waits for the release of the resources by $P_1, \ldots, P_{i-1}$ after they complete.
$P_i$ then has the resources it needs to complete execution and terminate. At this point it also releases its resources to the common pool.
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$P_i$ then has the resources it needs to complete execution and terminate. At this point it also releases its resources to the common pool.

- When no such sequence exists, the system state is said to be **unsafe**.
- A safe state is *not* a deadlock state.
- Conversely, a deadlock state is an unsafe state.
- However, not all unsafe states are necessarily deadlock states.
Below is a partial system table for a system with 12 instances of a tape drive.

Table: Multiple instances of a single resource

<table>
<thead>
<tr>
<th>Process</th>
<th>Maximum Needs</th>
<th>Current Needs</th>
</tr>
</thead>
<tbody>
<tr>
<td>$P_0$</td>
<td>10</td>
<td>5</td>
</tr>
<tr>
<td>$P_1$</td>
<td>4</td>
<td>2</td>
</tr>
<tr>
<td>$P_2$</td>
<td>9</td>
<td>2</td>
</tr>
</tbody>
</table>

The question is, is this system in a safe state?